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Tóm tắt

Hoạt động thiết kế một chương trình đào tạo theo tiếp cận CDIO tạo ra một sơ đồ quan hệ học phần − một đồ thị có hướng bao gồm các đỉnh và các cạnh tương ứng biểu diễn các học phần và các quan hệ thứ tự học phần. Nguyên thủy, đồ thị này thường chứa nhiều cạnh đan xen nhau, khó quan sát các quan hệ học phần, không thuận tiện cho việc xuất bản tài liệu cũng như đăng ký học phần của sinh viên. Chúng tôi đã phát triển một thuật toán mới rút gọn một đồ thị có hướng, và áp dụng nó vào rút gọn sơ đồ quan hệ học phần của chương trình Đại học Kỹ thuật phần mềm ở ĐH Công nghiệp Hà Nội. Kết quả nghiên cứu này góp phần chuyên nghiệp hóa hoạt động thiết kế các chương trình đào tạo trong trường đại học.

*Từ khóa: CDIO, quan hệ học phần, rút gọn đồ thị.*

1. Giới thiệu

CDIO là một khung giáo dục kỹ thuật nhấn mạnh các nguyên tắc cơ bản trong nhận thức (*Conceive)*, thiết kế (*Design)*, triển khai (*Implement)*, và vận hành (*Operate*) các hệ thống và sản phẩm thực tế [[1](#_ENREF_1), [2](#_ENREF_2)]. Đây cũng được coi là 04 năng lực cơ bản một chương trình đào tạo kỹ thuật [[3](#_ENREF_3), [4](#_ENREF_4)]. Đạt được các năng lực CDIO này, sinh viên kỹ thuật sẽ có được các kỹ năng cứng và mềm cần thiết khi ra trường, đáp ứng được yêu cầu của xã hội cũng như bắt nhịp được với những thay đổi của môi trường, thậm chí là có thể dẫn dắt sự thay đổi đó [[5](#_ENREF_5)]. Hiện tại, ĐHCNHN đang thiết kế lại các chương trình đào tạo theo tiếp cận CDIO[[6](#_ENREF_6)]. Hoạt động thiết kế một chương trình đào tạo theo tiếp cận CDIO tạo ra một sơ đồ quan hệ học phần − một đồ thị có hướng bao gồm các đỉnh và các cạnh tương ứng biểu diễn các học phần và các quan hệ thứ tự học phần. Một đồ thị *G*(*V*, *E*) được gọi là thành phần liên thông yếu nếu thỏa mãn điều kiện với mỗi cặp đỉnh (*u,v*) *∈ {V×V}*, tồn tại ít nhất một đường đi từ *u* đến *v* hoặc *v* đến *u*. *G* được gọi là thành phần liên thông mạnh nếu tồn tại đồng thời đường đi từ *u* đến *v* và *v* đến *u*[[7](#_ENREF_7)]. Nếu *G* là một đồ thị liên thông yếu, một đồ thị con *H*(*V,E’*) *⊆* *G* được gọi là một rút gọn hay phân nhánh tối ưu của *G* nếu: *1)* Tồn tại một đỉnh sao cho từ đó có một đường đi duy nhất đến các đỉnh còn lại. *2)* Tổng trọng số các cạnh của *H* là lớn nhất [[8](#_ENREF_8), [9](#_ENREF_9)]. Nguyên thủy, một đồ thị quan hệ học phần theo tiếp cận CDIO thường không phân nhánh tối ưu và chứa nhiều cạnh đan xen nhau, khó quan sát các quan hệ học phần, không thuận tiện cho việc xuất bản tài liệu cũng như đăng ký học phần của sinh viên. Bài toán tìm các đồ thị phân nhánh tối ưu của đồ thị quan hệ học phần theo tiếp cận CDIO có thể giải quyết bằng các thuật toán đồ thị. Tuy nhiên, nhiều thuật toán toán tìm phân nhánh tối ưu hiện nay, điển hình Edmond và Giles [[10](#_ENREF_10), [11](#_ENREF_11)], chỉ cho phép tìm các đồ thị phân nhanh tối ưu của từ một đồ thị liên thông yếu, song tính chất liên thông yếu thường không có được trong các đồ thị quan hệ học phần.

Chúng tôi đã phát triển một thuật toán mới bằng việc mở rộng thuật toán thuật toán tìm phân nhánh tối ưu của Edmond và Giles [[10](#_ENREF_10), [11](#_ENREF_11)] để áp dụng vào rút gọn sơ đồ quan hệ học phần của chương trình Đại học Kỹ thuật phần mềm ở ĐHCNHN và đã trả về 1000 phương án rút gọn khác nhau. Chúng tôi cũng đã tìm ra các cạnh luôn có mặt trong các 1000 đồ thị rút gọn này. Chúng được đánh giá là các quan hệ học phần thiết yếu trong chương trình đào tạo. Kết quả nghiên cứu này góp phần làm chuyên nghiệp hóa hoạt động thiết kế các chương trình đào tạo trong trường đại học.

|  |
| --- |
|  |
| **Hình 1. Một ví dụ về đồ thị**. Các ô tròn với các đỉnh và mũi tên tương ứng thể hiện các nút (node) với các cạnh và trọng số của cạnh đó. (A) Một đồ thị liên thông yếu nếu giữa hai đỉnh bất kì luôn có ít nhất một đường đi từ một đỉnh đến đỉnh còn lại. (B) Phân nhánh tối ưu là một đồ thị con thỏa mãn 2 điều kiện: 1) Tồn tại duy nhất một đỉnh có đường đi đến tất cả các cạnh còn lại (đỉnh 10), 2) Tổng trọng số trên các cạnh là lớn nhất. |

2. Phương pháp và tư liệu thuật toán

2.1. Tìm đồ thị liên thông yếu

Trước khi thực hiện thuật toán rút gọn, mô hình quan hệ học phần cần được đảm bảo tính liên thông yếu. Theo định nghĩa đồ thị liên thông yếu thì giữa 2 đỉnh bất kỳ cần có ít nhất một đường đi từ một đỉnh đến đỉnh còn lại. Vì vậy nên, chúng tôi đã áp dụng thuật toán Floyd-Warshall [[12-14](#_ENREF_12)] với mục đích tìm đường đi ngắn nhất giữa tất cả các cặp đỉnh trong đồ thị có trọng số. Cho một đồ thị *G(V,E)*, thuật toán này sẽ tìm đường đi ngắn nhất giữa 2 cặp đỉnh bất kì *(u,v) ∈ E* và lưu vào mảng 2 chiều *adj* với *adj[u][v]* là đường đi ngắn nhất từ đỉnh *u* đến đỉnh *v*[[15](#_ENREF_15)]. Không khó để nhận ra rằng, nếu đỉnh *u* có đường đi đến đỉnh *v* thì sẽ phải tồn tại một giá trị là độ dài đường đi ngắn nhất từ *u* đến *v*, hay nói cách khác là .

*B1:* thì

*B2:*.

*B3:.*

*B4*: thì lặp lại B1.

Thông tin về các *input node* (đỉnh mà không có cạnh đi đến) bị loại trong *B1* sẽ được lưu vào tập *V’* và *E’* để thêm lại sau này. Thuật toán chỉ kết thúc khi mọi đỉnh con lại đều có đường đi đến các đỉnh khác (được kiểm tra ở *B4*) nên sau khi chạy thuật toán thì đồ thị kết quả đã thỏa mãn được tính chất liên thông yếu.

2.2. Thuật toán tìm phân nhánh tối ưu

2.2.1. Các bước thực hiện

Phần này sẽ nêu lên các bước của thuật toán tìm phân nhánh tối ưu của Edmond và Giles[[10](#_ENREF_10), [11](#_ENREF_11)], kèm theo cách cài đặt hiệu quả nhất theo Tarjan và Ziegler[[16](#_ENREF_16), [17](#_ENREF_17)]. Với dữ liệu đầu vào là một đồ thị liên thông yếu *G*(*V,E*)*,* thuật toán sẽ cho ra một đồ thị con *G’(V,H)* là phân nhánh tối ưu của đồ thị ban đầu, gọi *S* là thành phần liên thông mạnh của *G’* mà có một cạnh (*u,v*) sao cho *v S* và(*u,v*), *W(u)* là thành phần liên thông yếu của *G’* chứa đỉnh *u*.

Bước đầu:

*F1:*

*F1*: Chọn một đỉnh và cạnh .

*F3*:.

Các bước chung:

*G1:* Tìm

*G2:* Nếu thì .

*G3:* Nếu thì , quay lại *G1*.

*G4:* Tìm chuỗi *S*1, (*x1, y1*), *S*2, (*x2, y2*),….,*S*k,(*xk, yk*) sao cho mỗi *S*i là một thành phần liên thông mạnh của *G’*, (*xi, yi*) ∈ *H*, *y*i *∈ S*i, *x*i *∈ S*i+1 , *Sk* = *S*, (*xk, yk*) = (*u*,*v*), *xk* ∈ *S*1.

*G5*: Tìm (*xj, yj*)*c*(*xj, yj*) = (*xi, yi*)).

*G6*: *c*(*x*, *y*) = *c*(*x*, *y*) – *c*(*xi, yi*) + *c*(*x*j, *y*j).

*G7*: .

*G8:* Nếu thì lặp lại *G1*.

Bước cuối:

*R1:* Tìm thành phần liên thông mạnh *R* của *G’* chứa nhiều hơn một đỉnh.

*R2:* Tìm chuỗi *S*1, (*x*1, *y*1)….*S*k, (*x*k, *y*k) trong bước *G5*, sao cho (*x*k, *y*k) được thêm vào từ *H* để hình thành nên *R*.

*R3:* Tìm cạnh (*xj, yj*)*c*(*xj, yj*) = (*cxi, yi*)).

*R4:* *H* = *H* – {(*xj, yj*)}

Sau khi chạy thuật toán trên thì các cạnh còn lại trong *H* chính là phân nhánh tối ưu cần tìm, việc còn lại cần làm sau đó là thêm các cạnh và đỉnh từ tập *V’* và *E’* đã tìm được ở *B4* vào *G’.*

2.2.2. Chứng minh tính đúng đắn của thuật toán

Giả sử thuật toán này được áp dụng cho đồ thị *G(V,E)*. Các bổ đề sau được suy ra từ kết quả của Edmonds và Karp[[10](#_ENREF_10), [18](#_ENREF_18)], cho rằng *G*’(*V*,*H*).

*Bổ đề 1:* Mỗi thành phần liên thông mạnh *S* của *G’* có nhiều nhất một cạnh (*u*,*v*) *∈ H* với *v* *∈ S*, *u ∈ V – S*. Mỗi thành phần liên thông yếu *W* của *G’* chứa đúng một thành phần gốc.

*Bổ đề 2:* Giả sử *S* là một thành phần gốc bất kỳ của *G’* và *W* là thành phần liên thông yếu chứa *S* và *v* *∈ S*, thì với mọi *w ∈ W* có duy nhất một đường đi thuộc *G’* từ *v* đến *w*.

Các bổ đề này có thể dễ dàng suy ra từ quá trình thêm các cạnh vào *H*. Khi thuật toán hoàn thành, *H* sẽ chứa một phân nhánh tối ưu, được suy ra từ bổ đề 2. Tất cả những gì chúng ta cần xác định là các đỉnh *v* riêng biệt là thành phần gốc của mỗi thành phần liên thông yếu trong *G’*. Các đỉnh sẽ giúp ta xác định phân nhánh chứa các lối đi đơn giản suy ra từ bổ đề 2. Nếu ta sử dụng bước cuối của thuật toán để tìm ra các đỉnh đó, thì phân nhánh kết quả sau đó sẽ là tối ưu.

2.3. Dữ liệu quan hệ môn học

Chúng tôi sưu tầm sơ đồ quan hệ học phần nguyên thủy của chuyên ngành Kỹ thuật phần mềm ở Bộ môn Công nghệ Phần mềm, Khoa Công nghệ Thông tin từ kết quả tổng hợp bộ dữ liệu phiếu khảo sát mức độ liên hệ giữa 58 học phần từ các giảng viên Khoa CNTT và chuyên gia đào tạo. Sau khi loại các học phần độc lập, kết quả là một đồ thị liên thông gồm 51 đỉnh và 217 cạnh. Các cạnh trên đồ thị cho người xem thấy được các học phần đầu vào và đầu ra của mỗi học phần từ kỳ 1 đến kỳ 8 trong suốt 4 năm đại học. Sau khi trực quan hóa đồ thị này bằng phần mềm NodeXL (xin xem NodeXL trong [[19](#_ENREF_19), [20](#_ENREF_20)]), sơ đồ quan hệ học phần có hình dạng như Hình 2.

|  |
| --- |
|  |
| **Hình 2. Sơ đồ quan hệ học phần nguyên thủy của chuyên ngành Kỹ thuật phần mềm**. Đây là một đồ thị có nhiều cạnh đan nhau, khó nhìn gồm 51 đỉnh và 217 cạnh tương ứng là các học phần và các quan hệ thứ tự học phần trong đó các học phần cùng học kỳ được đặt cùng một cột. |

**3. Kết quả và thảo luận**

**3.1. Thuật toán rút gọn sơ đồ quan hệ**

Sơ đồ quan hệ học phần nguyên thủy chứa nhiều mối quan hệ đan xen nhau khiến cho người xem cảm thấy bối rối, gần như không thể quan sát bằng mắt được. Chúng tôi đã áp dụng thuật toán tìm phân nhánh tối ưu để rút gọn số lượng các quan hệ sao cho từ các học phần ở học kỳ 1 có thể duyệt qua tất cả các học phần khác với một số lượng quan hệ ít nhất. Nói cách khác, thuật toán cho phép tìm một đồ thị con chứa một đỉnh có đường đi đến tất cả các đỉnh còn lại và tổng trọng số trên tất cả các cạnh là lớn nhất. Tuy nhiên, việc làm như vậy sớm bộc lộ ra 2 nhược điểm: *1)* Đồ thị ban đầu không đảm bảo tính liên thông yếu khiến cho đồ thị kết quả bị mất tính liên thông. *2)* Việc cho tất cả các cạnh ban đầu có trọng số bằng 1 dẫn đến hệ quả tất yếu là không còn tồn tại chỉ một đồ thị con có tổng trọng số lớn nhất nữa, điều này cũng có nghĩa là không còn phương án tối ưu nhất theo như mô tả thuật toán ban đầu.

Với hạn chế này, chúng tôi đề xuất một thuật toán mới được mở rộng từ thuật toán tìm phân nhánh tối ưu gốc. Một vài thay đổi có thể kể đến là: (1) Loại bỏ các *input node* cho đến khi đồ thị được đảm bảo tính liên thông yếu (kiểm tra bằng thuật toán Floyd-Warshall) và thêm lại sau khi chạy thuật toán cải tiến, (2) Thay đổi thứ tự duyệt cạnh của thuật toán tìm phân nhánh tối ưu gốc (chọn cạnh ngẫu nhiên thay vì luôn chọn cạnh có trọng số lớn nhất). Bằng cách này, chúng tôi đã tìm ra được rất nhiều kết quả rút gọn thỏa mãn yêu cầu thay vì chỉ 1 như thuật toán gốc.

|  |
| --- |
|  |
| Hình 3. Kết quả rút gọn mô hình quan hệ môn học sau khi chạy thuật toán tìm phân nhánh tối ưu gốc. Mô hình này chưa đảm bảo tính liên thông (ví dụ như môn ‘Toán giải tích’ và ‘Phương pháp tính trong lập trình’ bị tách biệt với phần còn lại), ngoài ra một vài môn học không xuất hiện do đồ thị ban đầu chưa đảm bảo tính liên thông yếu nên sau khi rút gọn không còn cạnh chứa môn đó nữa. |

|  |
| --- |
|  |
| Hình 4. Thống kê số lượng cạnh chung xét theo trên số lượng phương án tìm được. Số lượng phương án càng tăng thì số lượng cạnh chung giữa các phương án càng giảm, tuy nhiên con số đó chỉ dừng lại ở 15 (xem phụ lục bảng S2). |

|  |
| --- |
|  |
| Hình 5. Một trong số các phương án rút gọn mô hình quan hệ môn học sau khi chạy thuật toán cải tiến. Đồ thị đã được đảm bảo tính liên thông và bao gồm 9 input node (xem thêm phần phụ lục Bảng S1) được tô đậm bằng màu xanh cùng với 15 cạnh chung của 1000 phương án được tô tậm bằng màu đỏ. |

3.2. Phương pháp tìm các quan hệ môn học thiết yếu

Sau khi chạy thuật toán cải tiến, đã có rất nhiều kết quả được tìm ra, tất cả các phương án đều đơn giản hóa mô hình quan hệ ban đầu đến mức tổi thiểu (từ 133 cạnh xuống chỉ còn 47). Tuy nhiên đề tài này sẽ nghiên cứu và tìm hiểu điểm chung giữa 1000 kết quả đầu tiên. Đã có 15 trên tổng số 47 cạnh chung được tìm thấy trong tất cả 1000 phương án kể trên, các cạnh đó sẽ được thể hiện trên 1 phương án tại Hình 4. Từ đó có thể kết luận rằng 15 cạnh đó là những cạnh thiết yếu không thể thiếu trong mọi trường hợp. Đề tài này cũng xác định được rằng trong số đó có 8 cạnh là các cạnh được thêm của các *input node* và 7 cạnh còn lại là các cạnh đầu vào duy nhất của các *node*. Danh sách các *input node* đã được thống kê trong Bảng S1 phần phụ lục.

4. Kết luận

Đề tài này đã tập trung vào việc rút gọn mô hình quan hệ môn học của các môn trong khoa Công nghệ Thông tin, Đại học Công nghiệp Hà Nội nhằm mục đích đơn giản hóa, hỗ trợ cho việc xây dựng chương trình đào tạo mới theo tiếp cận CDIO. Bằng cách xây dựng và cải tiến một thuật toán mới, người thực hiện đề tài đã có thể vượt qua những hạn chế và thiếu sót của thuật toán tìm phân nhánh tối ưu gốc và thỏa mãn các yêu cầu cần đạt được của đề tài. Việc rút gọn đã cho ra một vài thông tin thú vị về chương trình đào tạo, cụ thể như các môn học gần như bắt buộc phải có ban đầu trước khi học các môn khác (*input node)*, hay là những quan hệ giữa các môn học mà không thể thay đổi trong mọi phương án. Đây cũng là một trong những nghiên cứu đầu tiên tại Việt Nam về việc áp dụng thuật toán vào các mô hình hoạt động và đơn giản hóa nó. Kết quả của đề tài này có thể sử dụng để tham khảo và phát triển tiếp nhằm xác định phương án thực sự tối ưu nhất trong số các phương án đã được tìm thấy sau khi chạy thuật toán.

Lời cảm ơn. Xin trân trọng cảm ơn thầy Trần Tiến Dũng, Khoa CNTT, Đại học Công nghiệp Hà Nội đã hướng dẫn thực hiện đề tài này.
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6. Phụ lục

|  |  |
| --- | --- |
| **STT** | **Tên môn học** |
| 1 | Toán giải tích |
| 2 | Đại số tuyến tính |
| 3 | Xác suất thống kê |
| 4 | Kỹ thuật số |
| 5 | Giới thiệu ngành |
| 6 | Toán rời rạc |
| 7 | Lập trình căn bản |
| 8 | Kỹ thuật lập trình |
| 9 | Kỹ năng giao tiếp |

**Bảng S1. Thông kê các *input node* của tất cả các phương án**

|  |  |  |  |
| --- | --- | --- | --- |
| **STT** | **Từ** | **Đến** | **Chứa *input node*** |
| 1 | Toán giải tích | Phương pháp tính trong lập trình | Có |
| 2 | Xác suất thống kê | An toàn và bảo mật thông tin | Có |
| 3 | Kỹ thuật số | Cơ sở lập trình nhúng | Có |
| 4 | Giới thiệu ngành | Nhập môn Công nghệ phần mềm | Có |
| 5 | Toán rời rạc | Kiến trúc máy tính | Có |
| 6 | Toán rời rạc | Cơ sở dữ liệu | Có |
| 7 | Cơ sở dữ liệu | Hệ quản trị cơ sở dữ liệu |  |
| 8 | Kỹ thuật lập trình | Đồ họa máy tính | Có |
| 9 | Thiết kế phần mềm | Công nghệ đa phương tiện |  |
| 10 | Kiến trúc máy tính | Nguyên lý hệ điều hành |  |
| 11 | Nguyên lý hệ điều hành | Mạng máy tính |  |
| 12 | Thiết kế Web | Tích hợp hệ thống phần mềm |  |
| 13 | Kỹ năng giao tiếp | Quản lý dự án công nghệ thông tin | Có |
| 14 | Thực tập chuyên ngành | Thực tập doanh nghiệp |  |
| 15 | Thực tập doanh nghiệp | Đồ án TN |  |

**Bảng S2. Thống kê 15 cạnh chung của 1000 phương án sau khi chạy thuật toán tìm phân nhánh tối ưu cải tiến.**